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Abstract 

The paper demonstrates the trend taking place in the software industry of organizations adopting agile 

processes while compensating for virtualized teams. Through research, we discovered that success in 

agile methodology is heavily based on face-to-face communication with small functional teams that are 

collocated—bigger non-collocation teams provided diminishing returns on agile philosophy. In other 

words, the bigger the team and the further apart you are, the more you need to start documenting and 

more documentation means less agile. 
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Introduction  

As high-tech markets are battling a “civilized war [1],” R&D executives are seeking creativity and 

innovation in international design teams in hopes to access dispersed knowledge and skills [2] [3]. While 

these strategies are essential for business success, they do create new challenges for project managers: 

how to manage these “virtual teams.” In parallel, many organizations are embracing adaptive or agile 

software methods in reaction to highly dynamic market forces and platform environment changes. This 

paper will demonstrate that these trends may be in conflict.  

This paper is organized by defining key terms describing end points on a spectrum of software 

methodologies by using industry recognized characteristics. This paper will use literature review to gather 

data on problems that are inherent in both large and geographically dispersed teams. 

Lastly, this paper will show that agile methods rely more on high-band width communications then 

traditional methods. The authors will then demonstrate that organizations are trending toward agile 

methods. 

Definition of Terms  

The lack of a software engineering recognized “professional” or licensing standards means the field’s 

language has a greater range of interpretation. As such, the authors, to a degree, had to generalize on 

terms for the contextual orientation part of this paper. 

Software Development Methods Spectrum 

All software development lifecycles follow a similar pattern: problem identification; requirements 

generation; solution development and deployment. What distinguishes the extreme ends of the 

development spectrum is how much inventory of requirements the project team attempts to process 

through a planning, estimating, developing and testing cycle.  

For a classic stage gate process, large chunks of requirements are processed through compartmentalized 

series of formal linear stages. The formality and compartmentalization is emendable to a functional 

arranged organizations or geographically dispersed teams.  

When strictly followed, the entire input from one stage has to be processed and validated before the next 

stage can begin. There is no agreement in the literature on the definition of the stages [4]. For this paper, 

the authors will use the Project Management Institute definitions: Requirements, Design, Build, Inspect 

and Operational Transfer [5].  

There are a plethora of other methods and their variants. To help describe the spectrum, see the Table 1 

below which shows the methods by their agility rank which was based on their strength of constraints [6].  

Agility 

Rank 

Method Very 

Low 

Low Med High Very 

High 

1 Scrum      

2 Adaptive SW Development (ASD)      



3 Lean Development (LD)      

4 Crystal      

5 eXtreme Programming (XP)      

6 Dynamic Systems Development Method 

(DSDM) 
     

7 Rational Unified Process (RUP)      

8 Team Software Process (TSP)      

9 Feature-Driver Development (FDD)      

10 Capability Maturity Model Integration (CMMI)      

11 Capability Maturity Model for Software (SW-

CMM) 
     

12 Personal Software Process (PSP)      

13 Clean Room/Stage Gate      

Table 1 Methods Ordered by Number and Strength of Constraints [6] 

Stage Gate (predictive) 

To articulate the linear process of the stage gate method, the authors will describe, at a summary level, 

what is entailed for each ‘stage’. For all stages, there is a formal sign off ceremony marking the end of 

each stage, which includes schedule and estimate updates. A key characteristic of the stage gate model is 

that a stage can be concluded when the inputs of the next stage are achieved. 

Business Analysis Stage 

Using a strict stage gate model, business analysts are required to first survey the customer landscape to 

determine key problem sets. Once the problem set(s) reach critical mass or a specified time period has 

expired, the business analysis stage ends and a notion of a release begins. Senior management, generally 

in charge of funding projects, will decide what projects are to continue beyond this stage to transcend to 

the next stage [5].  

Requirements Stage 

Entering the requirements stage, the problem set is converted to enumerated product requirements. 

Once identified, they can be categorized, prioritized and roughly scheduled.  

In stage gate, requirements are to be consumed at a much later date; therefore, multi-dimensional detail 

is necessary. Data has to be maintained in a persistent state because of this temporal issue. Requirements 

may utilize use-cases to describe a particular problem in common language to give specification designers 

an idea of the problem they are solving [5]. 

Design Stage 



This stage specifies features in detail, including user interfaces, business rules, process diagrams, 

architectural diagrams and outlines of documentation [8]. Requirements are broken down into 

engineering language and constraints are noted. Any changes to the requirements after this stage need to 

negotiate through a formal change control process involving all functional teams. Because all the 

requirements are to be completely broken down into a specification, the change process is time 

consuming. For example, the team cannot rely on temporal memory so requirements are often placed in 

persistent storage such as a requirements or specification database [5].  

Build Stage 

Specifications are converted into machine code in this stage, the GUI is generated, and unit tests are run. 

This is the largest and most expensive stage in terms of resource usage. This stage is where everything 

scoped is developed. Installers, documentation, help and infrastructure systems are built to support the 

product. Developers attempt to manage risk by developing critical portions of the code up front. Work 

can be divided up by functional areas, architectural boundaries, etc, and finally brought together in an 

integration step [5]. 

Inspection Stage 

Deliverables are audited for quality, completeness, etc, against the specification and reports are 

generated to determine possible rework [5].  

Operational Transfer Stage 

In the operational transfer stage, products are deployed to another entity. This process varies greatly 

depending on the nature of the product [5].  

Authors’ Empirical Observations of Stage Gate 

The ceremonial characteristics of stage gate processes necessitate prescribed standards and methods. 

Inherent in prescription is generalization which causes poor fitting constraints on highly dynamic 

problems. Prescription is inflexibly and calcifies quickly. Some organizations measure the performance of 

their project managers based on adherence to process instead of actual results. In turn, some project 

managers follow process in name only which causes the calcification problem. 

Adaptive (agile) 

Agile was founded by a set of software engineering professionals in 2001, Kent Beck, James Grenning, et 

al [7]. The group was motivated by finding a lightweight alternative to the less than flexible stage gate 

model. They generated and published a four line manifesto [7]: 

 Individuals and interactions over process and tools 

 Working software over comprehensive documentation 

 Customer collaboration over contract negotiation 

 Responding to change over following a plan 

In support of the manifesto, they also created twelve principles, seven of which are communication 

oriented, therefore, relevant to this paper and listed here [7]:  



 Our highest priority is to satisfy the customer through early and continuous delivery 

of valuable software 

 Welcome changing requirements, even late in development 

 Agile processes harness change for the customer's competitive advantage 

 Deliver working software frequently, from a couple of weeks to a couple of months, with a 

preference to the shorter timescale 

 Business people and developers must work together daily throughout the project  

 The most efficient and effective method of conveying information to and within a 

development team is face-to-face conversation 

 Working software is the primary measure of progress 

The principle addressing face-to-face conversation supports this papers contention that agile, at its most 

fundamental, relies on collocation for higher-frequency and high-bandwidth communication.  

Agile methods are adaptive software development processes where: product requirements are fluid; 

planning and development activities are rhythmic; release quality is maintained and integration of 

components is frequent. For agile planning, planning is done in a focal-length manner where close 

activities are broken down to the task level and activities to be completed later are planned at a much 

higher granularity [8]. For agile development, user stories are gathered in small chunks and processed 

through to completed and shippable components. All planning and development is done in short 

iterations, typically 2-4 weeks.  

Hypotheses 

1. All projects have diminishing returns by adding personnel to increase team capacity; 

however, strict agile methods have a greater rate of diminishing returns than strict stage 

gate methods. 

2. In any project, communication bandwidth is lessened with virtual teams; however, strict 

agile methods are impacted more negatively than strict stage gate methods. 

3. The software industry is trending to adopting agile methods. 

Literature Survey 

This paper will use a literature survey to gather requisite data for analysis to support or refute the 

hypotheses. The literature origins will range from books, magazines, online articles and research papers.  

We narrowed our search to issues with sub-optimally large and geographically dispersed teams that 

struggle to maintain necessary communication richness for project success whether agile or stage gate. 

Communication Richness 

The definition of communication is to transfer information from a transmitter to a receiver through a 

physical media. According to Allen [9], there are three classifications of communication; Coordination, 

Information and Inspiration (see Table 2). Coordination is about doing the “real” work and is fundamental 

to all organizations. Since employees like open and honest communication [10] [11], Information is about 



keeping all staff members informed of the “important” activities. And finally, Inspiration, in this type of 

communication creativity is considered a significant factor. Allen notes that among the three types of 

communication, Inspiration is considered the most unpredictable.  

 

Table 2 Communication Classification [9] 

Team Size 

Teams are fuzzy things as team members can come and go throughout the project lifecycle —the 

boundary of team is can be unclear [12][13]. According to Katzenbach, “a team is a small number of 

people with complementary skills who are committed to a common purpose, performance goals, and 

approach for which they are mutually accountable.” [14]  

Team Size Variation over the SDLC 

Due to the changing nature of skills required at different points in a project, team size is not a constant. It 

can be shown that resource usage throughout the software development lifecycle (SDLC) has the 

signature of the normal distribution as seen in figure 1 from class materials [15].  

“Team Size includes employees related to all aspects of software development and delivery” [16]. This 

statement is meant to encompass cross functional roles such as marketing, technical writing, software 

developers, project managers, project leads, software quality engineers, et al [16].  

 

Figure 1: Time Distribution of Project Effort [15] 

Affects of Team Size 



According to Abrahamsson, non-agile methods are better suited for requirements that can be predefined; 

conversely, projects where requirements are changed frequently need adaptive methods, i.e. agile. The 

nature of most software projects is that requirements are fluid. The success of agile is the method’s ability 

to deal with fluidity using iteration boundaries as requirements change points [17].  

The Documentation Issue 

When rapidly changing requirements are the norm on a project, keeping documentation up to date 

becomes a difficult process. Teams of a sub-optimal size [18] exacerbate the stale documentation 

problem. Increases in staff for capacity create addition communication complexity and the need for 

documentation [17]. In their book, Balancing Agility and Discipline, Boehm and Turner noted:  

“When agile methods employ documentation, [the] emphasize is doing the minimum essential amount. 

Unfortunately, most plan-driven methods suffer from a “tailoring-down” syndrome, which is sadly 

reinforced by most government procurement regulation. These methods are developed by experts who 

want them to provide users with guidance for most or all foreseeable situations.” *6]  

Agile does not preclude documentation, but as stated in the manifesto the preference is: “Working 

software over comprehensive documentation.” Documentation is also not the preferred method for team 

communication as also stated in the manifesto:  

“The most efficient and effective method of conveying information to and within a development team is 

face-to-face conversation.”  

Agile methods require close, informal and continuous face-to-face interactions at two levels: (1) among 

team members; (2) between the development team and the client [19]. As team size increases, it 

becomes necessary to leverage technology to fill communication gaps [19]. According to Bradner et al: 

“Certain types of teams may be more likely to adopt one kind of technology over another. We found that 

smaller teams adopted collaboration technology, while larger teams were more likely to adopt technology 

designed to assist in their coordination efforts.” [20] 

The “need” for face-to-face communication discussed above implies collocation which supports 

hypotheses 1 & 2:  

 All projects have diminishing returns by adding personnel to increase team capacity; 

however, strict agile methods have a greater rate of diminishing returns than strict stage 

gate methods. 

 In any project, communication bandwidth is lessened with virtual teams; however, strict 

agile methods are impacted more negatively than strict stage gate methods. 

Scaling Agile 

A common issue discussed at agile conferences and discussion boards is a perceived inability for agile to 

scale to large projects. Although studies have shown that agile methods can be scaled [21] the major 

thought leaders on agile believe it is not optimal [22]. When adding more personnel to a project, people 

factors, such as amicability, talent and skills become amplified. The average project has less than ten 

members, well within the reach of the most basic agile processes. Nevertheless, it is interesting to 

occasionally find successful agile projects with 120 or even 250 people [23]. Leading researchers show 



that to scale agile techniques, rules of agile have to be broken and some of the benefits are mitigated 

[21]. Scaling agile can have other unintended consequences that are common is large groups. 

Large groups feel less ownership of project issues therefore may not engage in team problem solving. 

Process improvements discussed at iteration boundaries are less productive with teams of ten or more 

[21].  

Optimum Team Size 

Most of the literature indicates an optimal team size of around seven members [6][9][24]. Research 

suggests that large projects where members cannot provide adequate capacity need to break into 

separate teams to maintain optimal communication pathways [22].  

Thomas Allen [9], in an empirical study of engineering organizations around the world, concluded that 

the probability of communication between engineers declined with increasing team size. See Figure 2. 

Furthermore, he stated if the team were greater than ten, the frequency showed a very modest drop in 

the probability of communication. Therefore, there was very little difference between ten members and 

fifty. 

 

Figure 2: Probability of Weekly Technical Communication as a Function of Dept. Size [9] 

As with any large project, it is also suggested to break the teams at architected boundaries. However, 

having teams with separate product managers runs the risk of divergent decision making. In Table 3, the 

advantages and disadvantages are described.  

Team 
Size 

Advantages Disadvantages 

Small  Higher participation 

 Collocated teams 

 More likely to learn the 
work roles and expertise 
of other members 

 Intimate communication 

 Better rapport 

 Less number of 
participants 

 Expertise availability 

 Cannot handle large 
projects 

 



 Higher cohesion 

Large  Diverse expertise 

 Skills 

 Problem-solving 
approaches 

 Adopting different roles 

 More coordination costs 
than smaller groups 

 Combining work 

 Arranging schedules 

 More dominated by the 
team leader 

 Remembering each 
member’s particular 
expertise 

 Lower participation in 
group activities 

Table 3: Team Size Advantages and Disadvantages Matrix [20] 

Team Distance 

Geographically Dispersed Teams 

When searching for a solution, diverse talent pools can generate more ideas than insular ones. 

Organizations search for dispersed knowledge and skills to stay competitive [2][3].  

A virtual team — also known as a geographically dispersed team (GDT) — is a group of individuals who 

work across time, space, and organizational boundaries with links strengthened by webs of 

communication technology [2].  

There are three dimensions that characterize degrees of ‘virtuality’: 

 Members in virtual teams are physically dispersed 

 Computer driven communication is used 

 Interaction is required among team members 

Table 4 shows the attributes of fully traditional and virtual teams. 

Fully Traditional Team  Full Virtual Teams 

 Team members all collocated  Team members in different locations 

 Team members communicate face-to-

face (i.e., synchronous and personal). 

 Team members communicate through 

asynchronous and apersonal means. 

 Team members coordinate the team 

task together, in mutual adjustment. 

 The team task is so highly structured 

that coordination by team members is 

rarely necessary.  

Table 4 Fully Traditional & Full Virtual Teams [2] 



The side affect of having personnel in dispersed locations is the decreased richness of communication. At 

times, the expense of coordination becomes an offsetting factor over cost savings or diverse viewpoints, 

which must be considered before moving to a virtual environment [25].  

Communicating using the current state of the art technology will increase the probability of 

communication but not replace the high-bandwidth face-to-face channels.  

Probability of Communication 

Thomas Allen [9], in an empirical study of engineering organizations around the world, concluded that 

the probability of communication between engineers declined with increasing distance. See Figure 3. 

Furthermore, he stated if engineers were 50 or more meters apart, the frequency showed a very modest 

drop in the probability of communication. Therefore, there was very little difference between 50 meters 

and hundreds of thousands of kilometers.  

 

Figure 3 Probability of Technical Communication as a Function of Distance Between Work [9] 

However, as technology advances, communication mediums are becoming increasingly more technical 

[26] thereby altering Allen’s curves with an increase in probability as with distance shown in figure 4.  

 

Figure 4: Probability of Technical Communication with different communication quality [26] 



Affect of Team Distance 

As the agile manifesto states: “The most efficient and effective method of conveying information to and 

within a development team is face-to-face conversation.”  

Coordinating projects over distance means an increase in overhead in order to absorb the frequent 

changes in requirements common in most projects [27].  

Informal communication and personal relationships are important to feeling part of a team. Team 

distance creates an outsider psychological phenomenon of a lack of ownership [28]. 

Face-to-face communication is preferred over available technological solutions; therefore, agile methods 

are generally difficult to apply to geographically dispersed projects [29]. A leading agile consulting and 

training company, Construx [30], illustrates the concept with a diagram as seen in figure 5 below. 

 

Figure 5: Communication Richness [30] 

The literature shows that geographically dispersed teams have communication constraints which are 

contrary to agile practices. Allen’s [9] study show’s the probably of communication goes down with 

increased distance. This supports our hypothesis 2: 

 In any project, communication bandwidth is lessened with virtual teams; however, strict agile 

methods are impacted more negatively than strict stage gate methods. 

Industrial Trends 

There has been growth in organizations converting to agile processes to manage their software 

development projects. Even with the backdrop of unsure executives, middle management has led the 

growth of agile practices and their hiring practices reflect this reality [31]. For example, figure 6 illustrates 

that stage gate (SDLC) type job skills (i.e. ISO9000 standards or the RUP process) have leveled off while 

positions requiring agile skill are still increasing. 



 

Figure 6: Agile Employment Trends [31] 

The Indeed.com study data supports our hypothesis that the software industry is trending positively 

toward adopting agile processes.  

Conclusion 

Summary 

The paper demonstrates the trend taking place in the software industry of organizations adopting agile 

processes while compensating for virtualized teams. Because agile, based on its principles, declares face-

to-face as essential it is of little wonder articles and tools are emerging to address the issues.  

The literature posited clearly states that smaller team sizes (roughly 7) are preferable to larger team sizes 

when using agile methods. 

Agile methods are affective when applied to the appropriate problem set such as fluid requirements, a 

pervasive issue in software development. In order to deal with the fluidity, agile relies on collocation due 

to its communication richness characteristics.  

At the Agile 2008 Conference in Toronto, Canada, one of the authors attended a session on “Virtual 

Agile.” The speaker surprised the audience with his first statement:  

“So you want to go agile and virtual, my advice is, don’t do it.”  

He went on to discuss the struggles and mitigating techniques in order to shoehorn the two together, but 

the primary advice was striking.  

In an extension to Allen study, Boutellier et al [26] showed some promise of bridging the communication 

gap with promising technologies, however, the gap is vast and face-to-face is still preferred. 

Future Research 

In our research, some books discussed the divide and conquer techniques that use architectural 

boundaries and multiple agile teams to mitigate geographically dispersed project problems. The 

http://www.indeed.com/jobtrends?


technique of dividing components with clear interfaces is not new, but using it with agile is novel and may 

have unintended consequences such as decision divergence.  

A study on how teams manage multiple agile teams on a single code base might elicit deeper mitigation 

techniques. An additional study using cutting edge technologies such as ‘telepresence’ systems may show 

the probability of communication can increase dramatically thereby making virtual agile, agile.  
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